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#reading and transforming the data  
df1= read.csv(file="QueryResults1.csv",header=TRUE)  
df2<- read.csv(file="QueryResults2.csv",header=TRUE)  
StackOverflow<- rbind(df1,df2)  
#str(StackOverflow)  
#names(StackOverflow)  
nrow(StackOverflow)

## [1] 92388

#replacing NA with 1001  
StackOverflow [is.na(StackOverflow)] <- 1001  
  
#removing column that contain text or are unrelated to this question  
StackOverflowdata<- StackOverflow[,-c(1, 2,3,12,14,15,22,23,25,26,27,28,29,30,31,32,33,34)]  
#str(StackOverflowdata)  
nrow(StackOverflowdata)

## [1] 92388

#to check uniqueness of data  
lapply(StackOverflowdata["RejectionReasonId"], unique)

## $RejectionReasonId  
## [1] 101 1001

StackOverflowdata$IsSpam= ifelse(StackOverflowdata$RejectionReasonId==101,1,0)  
#str(StackOverflowdata)  
#names(StackOverflowdata)  
StackOverflowdata<- StackOverflowdata[,-c(16)]  
lapply(StackOverflowdata["IsSpam"], unique)

## $IsSpam  
## [1] 1 0

#dividing data for training and testing purpose  
smp\_size<- floor(0.75\*nrow(StackOverflowdata))  
set.seed(123)  
train\_ind<- sample(seq\_len(nrow(StackOverflowdata)), size=smp\_size)  
training\_data<- StackOverflowdata[train\_ind,]  
testing\_data<- StackOverflowdata[-train\_ind,]  
testing\_y<- testing\_data$IsSpam  
nrow(training\_data)

## [1] 69291

nrow(testing\_data)

## [1] 23097

#str(training\_data)  
#names(training\_data)  
  
#MOdel 1 - GLM  
logistics\_model<-glm(IsSpam~.,data=training\_data,family="binomial")  
#to discover better model  
#step(logistics\_model, direction = "forward")  
  
logistics\_model = glm(IsSpam ~ PostTypeId + PostScore + post\_length +   
 owner\_reputation + owner\_profile\_summary + owner\_views +   
 owner\_upvotes + owner\_downvotes + editDurationAfterCreation +  
 q\_num\_tags + AnswerCount + CommentCount + has\_code +post\_views +   
 UserId, family = "binomial", data = training\_data)  
summary(logistics\_model)

##   
## Call:  
## glm(formula = IsSpam ~ PostTypeId + PostScore + post\_length +   
## owner\_reputation + owner\_profile\_summary + owner\_views +   
## owner\_upvotes + owner\_downvotes + editDurationAfterCreation +   
## q\_num\_tags + AnswerCount + CommentCount + has\_code + post\_views +   
## UserId, family = "binomial", data = training\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.5776 -0.9496 0.2926 0.9326 2.9590   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 5.426e+01 1.069e+01 5.075 3.88e-07 \*\*\*  
## PostTypeId -5.416e+01 1.072e+01 -5.053 4.36e-07 \*\*\*  
## PostScore -4.833e-05 9.232e-06 -5.235 1.65e-07 \*\*\*  
## post\_length -4.418e-05 5.107e-06 -8.650 < 2e-16 \*\*\*  
## owner\_reputation -5.820e-07 1.700e-07 -3.424 0.000617 \*\*\*  
## owner\_profile\_summary 1.330e-01 7.807e-03 17.041 < 2e-16 \*\*\*  
## owner\_views -8.557e-07 2.489e-07 -3.438 0.000587 \*\*\*  
## owner\_upvotes 8.296e-05 5.829e-06 14.232 < 2e-16 \*\*\*  
## owner\_downvotes 1.254e-05 5.249e-06 2.388 0.016921 \*   
## editDurationAfterCreation -3.634e-07 8.343e-09 -43.561 < 2e-16 \*\*\*  
## q\_num\_tags 4.348e-02 1.085e-02 4.007 6.15e-05 \*\*\*  
## AnswerCount 1.123e-02 1.423e-03 7.886 3.11e-15 \*\*\*  
## CommentCount -4.850e-02 1.495e-03 -32.437 < 2e-16 \*\*\*  
## has\_code -1.859e-01 2.081e-02 -8.931 < 2e-16 \*\*\*  
## post\_views -3.838e-07 3.298e-08 -11.636 < 2e-16 \*\*\*  
## UserId 7.001e-07 1.369e-08 51.152 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 95830 on 69290 degrees of freedom  
## Residual deviance: 78062 on 69275 degrees of freedom  
## AIC: 78094  
##   
## Number of Fisher Scoring iterations: 5

#performing trial modelling  
#step(logistics\_model, direction = "backward")  
  
#final regression model  
logistics\_model = glm(formula = IsSpam ~ PostTypeId + PostScore + post\_length +   
 owner\_reputation + owner\_profile\_summary +   
 owner\_upvotes+ editDurationAfterCreation +   
 q\_num\_tags + AnswerCount + CommentCount+ post\_views, family = "binomial", data = training\_data)  
summary(logistics\_model)

##   
## Call:  
## glm(formula = IsSpam ~ PostTypeId + PostScore + post\_length +   
## owner\_reputation + owner\_profile\_summary + owner\_upvotes +   
## editDurationAfterCreation + q\_num\_tags + AnswerCount + CommentCount +   
## post\_views, family = "binomial", data = training\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.1181 -0.9882 0.6144 0.9149 2.8775   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 8.323e+01 1.028e+01 8.093 5.84e-16 \*\*\*  
## PostTypeId -8.231e+01 1.031e+01 -7.980 1.46e-15 \*\*\*  
## PostScore -6.284e-05 9.381e-06 -6.699 2.10e-11 \*\*\*  
## post\_length -1.492e-05 4.598e-06 -3.244 0.00118 \*\*   
## owner\_reputation -1.232e-06 1.435e-07 -8.585 < 2e-16 \*\*\*  
## owner\_profile\_summary 4.576e-02 7.467e-03 6.129 8.87e-10 \*\*\*  
## owner\_upvotes 6.464e-05 5.587e-06 11.569 < 2e-16 \*\*\*  
## editDurationAfterCreation -5.639e-07 7.742e-09 -72.831 < 2e-16 \*\*\*  
## q\_num\_tags 7.472e-02 1.044e-02 7.158 8.17e-13 \*\*\*  
## AnswerCount 8.073e-03 1.416e-03 5.702 1.19e-08 \*\*\*  
## CommentCount -4.645e-02 1.461e-03 -31.790 < 2e-16 \*\*\*  
## post\_views -4.293e-07 3.382e-08 -12.694 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 95830 on 69290 degrees of freedom  
## Residual deviance: 81598 on 69279 degrees of freedom  
## AIC: 81622  
##   
## Number of Fisher Scoring iterations: 4

#Bayesian information criterion  
BIC(logistics\_model)

## [1] 81732.11

logistics\_probs<-predict(logistics\_model,training\_data,type="response")  
head(logistics\_probs)

## 26569 72830 37784 81578 86885 4209   
## 0.3176955 0.6167894 0.2470509 0.4929076 0.7764361 0.1575586

logistics\_pred\_y=rep(0,length(testing\_y))  
logistics\_pred\_y[logistics\_probs>0.55]=1  
training\_y=training\_data$IsSpam  
table(logistics\_pred\_y,training\_y)

## training\_y  
## logistics\_pred\_y 0 1  
## 0 7509 3948  
## 1 10138 25012

mean(logistics\_pred\_y!=training\_y,na.rm=TRUE)

## [1] 0.3022293

logistics\_probs<- predict(logistics\_model,testing\_data, type="response")  
head(logistics\_probs)

## 1 3 10 13 15 22   
## 0.2402627 0.2402627 0.2402627 0.2402627 0.2402627 0.2402627

logistics\_pred\_y=rep(0,length(testing\_y))  
logistics\_pred\_y[logistics\_probs>0.55]=1  
table(logistics\_pred\_y,testing\_y)

## testing\_y  
## logistics\_pred\_y 0 1  
## 0 7419 3838  
## 1 3269 8571

mean(logistics\_pred\_y!=testing\_y,na.rm=TRUE)

## [1] 0.3077023

#kfold for regression  
library(boot)  
MSE\_10\_Fold\_CV=cv.glm(training\_data,logistics\_model,K=10)$delta[1]  
MSE\_10\_Fold\_CV

## [1] 0.2001554

MSE\_10\_Fold\_CV=NULL  
for(i in 1:10){  
model=glm(IsSpam~poly(PostTypeId + PostScore + post\_length +   
 owner\_reputation + owner\_profile\_summary +   
 owner\_upvotes+ editDurationAfterCreation +   
 q\_num\_tags + AnswerCount + CommentCount+ post\_views),data=training\_data)  
MSE\_10\_Fold\_CV[i]=cv.glm(training\_data,model,K=10)$delta[1]  
}  
#summary(model)  
MSE\_10\_Fold\_CV

## [1] 0.2072214 0.2072230 0.2072172 0.2072193 0.2072205 0.2072235 0.2072220  
## [8] 0.2072256 0.2072207 0.2072290

#ROC logistic regression  
#install.packagesll.packages("ROCR")  
library(ROCR)

## Warning: package 'ROCR' was built under R version 3.3.2

## Loading required package: gplots

##   
## Attaching package: 'gplots'

## The following object is masked from 'package:stats':  
##   
## lowess

ROCRpred=prediction(logistics\_probs,testing\_y)  
ROCRperf=performance(ROCRpred,"tpr","fpr")  
#plot(ROCRperf)  
#plot(ROCRperf,colorize=TRUE)  
#plot(ROCRperf,colorize=TRUE,print.cutoffs.at=seq(0,1,0.05),text.adj=c(-0.2,1.7))  
as.numeric(performance(ROCRpred,"auc")@y.values)

## [1] 0.762237

#Linear Discriminant Analysis  
library(MASS)  
lda.model<- lda(IsSpam~PostTypeId + PostScore + post\_length +  
    owner\_reputation + owner\_profile\_summary +  
    owner\_upvotes+ editDurationAfterCreation +  
    q\_num\_tags + AnswerCount + CommentCount+ post\_views,data=training\_data)  
 #lda.model  
#summary(lda.model)  
lda\_pred<- predict(lda.model,training\_data)  
lda\_class<- lda\_pred$class  
table(lda\_class,training\_data$IsSpam)

##   
## lda\_class 0 1  
## 0 19887 8900  
## 1 12774 27730

mean(lda\_class!=training\_data$IsSpam)

## [1] 0.3127968

lda\_pred<- predict(lda.model,testing\_data)  
lda\_class<- lda\_pred$class  
table(lda\_class,testing\_data$IsSpam)

##   
## lda\_class 0 1  
## 0 6519 2934  
## 1 4169 9475

mean(lda\_class!=testing\_data$IsSpam)

## [1] 0.3075291

#Cross Validation LDA  
library(rpart)   
library(ipred)

## Warning: package 'ipred' was built under R version 3.3.2

ip.lda <- function(object, newdata) predict(object, newdata = newdata)$class  
errorest(factor(training\_data$IsSpam)~ training\_data$PostTypeId + training\_data$PostScore + training\_data$post\_length +  
    training\_data$owner\_reputation + training\_data$owner\_profile\_summary +  
    training\_data$owner\_upvotes+ training\_data$editDurationAfterCreation +  
    training\_data$q\_num\_tags + training\_data$AnswerCount + training\_data$CommentCount+ training\_data$post\_views, data=training\_data, model=lda, estimator="cv",est.para=control.errorest(k=10), predict=ip.lda)$err

## [1] 0.4942345

#ROC LDA  
S=lda\_pred$posterior[,2]  
roc.curve=function(s,print=FALSE){  
 Ps=(S>s)\*1  
 FP=sum((Ps==1)\*(testing\_data$IsSpam==0))/sum(testing\_data$IsSpam==0)  
TP=sum((Ps==1)\*(testing\_data$IsSpam==1))/sum(testing\_data$IsSpam==1)  
 if(print==TRUE){  
     print(table(Observed=testing\_data$IsSpam,Predicted=Ps))  
  }  
 vect=c(FP,TP)  
 names(vect)=c("FPR","TPR")  
 return(vect)  
}  
threshold=0.53  
roc.curve(threshold,print=TRUE)

## Predicted  
## Observed 0 1  
## 0 7052 3636  
## 1 3388 9021

## FPR TPR   
## 0.3401946 0.7269724

ROC.curve=Vectorize(roc.curve)  
M.ROC=ROC.curve(seq(0,1,by=.01))  
plot(M.ROC[1,],M.ROC[2,],col="blue",lwd=2,type="l",main="ROC for LDA")  
abline(0,1)

![](data:image/png;base64,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)

#Quadratic Discriminant Analysis  
qda.model<- qda(IsSpam~PostTypeId + PostScore + post\_length +  
    owner\_reputation + owner\_profile\_summary +  
    owner\_upvotes+ editDurationAfterCreation +  
    q\_num\_tags + AnswerCount + CommentCount+ post\_views,data=training\_data)  
#qda.model  
qda\_pred=predict(qda.model,training\_data)  
qda\_class=qda\_pred$class  
table(qda\_class,training\_data$IsSpam)

##   
## qda\_class 0 1  
## 0 12455 4444  
## 1 20206 32186

mean(qda\_class!=training\_data$IsSpam)

## [1] 0.3557461

qda\_pred1=predict(qda.model,testing\_data)  
qda\_class\_n=qda\_pred1$class  
table(qda\_class\_n,testing\_data$IsSpam)

##   
## qda\_class\_n 0 1  
## 0 4114 1525  
## 1 6574 10884

mean(qda\_class\_n!=testing\_data$IsSpam)

## [1] 0.3506516

#Cross Validation QDA  
ip.qda <- function(object, newdata) predict(object, newdata = newdata)$class  
errorest(factor(training\_data$IsSpam)~ training\_data$PostTypeId + training\_data$PostScore + training\_data$post\_length +  
    training\_data$owner\_reputation + training\_data$owner\_profile\_summary +  
    training\_data$owner\_upvotes+ training\_data$editDurationAfterCreation +  
    training\_data$q\_num\_tags + training\_data$AnswerCount + training\_data$CommentCount+ training\_data$post\_views, data=training\_data, model=qda, estimator="cv",est.para=control.errorest(k=10), predict=ip.qda)$err

## [1] 0.483959

#ROC QDA  
qda.S=qda\_pred1$posterior[,2]  
roc.curve=function(s,print=FALSE){  
 Ps=(qda.S>s)\*1  
 FP=sum((Ps==1)\*(testing\_data$IsSpam==0))/sum(testing\_data$IsSpam==0)  
 TP=sum((Ps==1)\*(testing\_data$IsSpam==1))/sum(testing\_data$IsSpam==1)  
 if(print==TRUE){  
    print(table(Observed=testing\_data$IsSpam,Predicted=Ps))  
    }  
 vect=c(FP,TP)  
 names(vect)=c("FPR","TPR")  
 return(vect)  
 }  
threshold=0.85  
roc.curve(threshold,print=TRUE)

## Predicted  
## Observed 0 1  
## 0 6406 4282  
## 1 3037 9372

## FPR TPR   
## 0.4006362 0.7552583

ROC.curve=Vectorize(roc.curve)  
M.ROC=ROC.curve(seq(0,1,by=.01))  
plot(M.ROC[1,],M.ROC[2,],col="blue",lwd=2,type="l",main="ROC for LDA")  
abline(0,1)  
  
#k nearest neighbours  
library(class)  
#install.packagesll.packages("cars")  
#library(cars)  
train.x<- cbind(training\_data$PostTypeId + training\_data$PostScore + training\_data$post\_length + training\_data$owner\_reputation + training\_data$owner\_profile\_summary + training\_data$owner\_upvotes + training\_data$editDurationAfterCreation + training\_data$q\_num\_tags + training\_data$AnswerCount + training\_data$CommentCount + training\_data$post\_views)  
  
test.x<- cbind(testing\_data$PostTypeId + testing\_data$PostScore + testing\_data$post\_length + testing\_data$owner\_reputation + testing\_data$owner\_profile\_summary + testing\_data$owner\_upvotes + testing\_data$editDurationAfterCreation + testing\_data$q\_num\_tags + testing\_data$AnswerCount + testing\_data$CommentCount + testing\_data$post\_views)  
  
train1.x=train.x[!duplicated(train.x),drop=FALSE]  
test1.x=test.x[!duplicated(test.x), drop=FALSE]  
tt<- training\_data$IsSpam[duplicated(train.x)=='FALSE']  
head(tt)

## [1] 0 0 0 0 1 0

length(tt)

## [1] 6402

knn.pred<- knn(data.frame(train1.x),data.frame(test1.x),tt,k=1)  
tt1<- testing\_data$IsSpam[duplicated(test.x)=='FALSE']  
length(tt1)

## [1] 5179

table(knn.pred,tt1)

## tt1  
## knn.pred 0 1  
## 0 1580 38  
## 1 40 3521

mean(knn.pred!=tt1)

## [1] 0.01506082

knn.pred<- knn(data.frame(train1.x),data.frame(test1.x),tt,k=2)  
table(knn.pred,tt1)

## tt1  
## knn.pred 0 1  
## 0 1146 500  
## 1 474 3059

mean(knn.pred!=tt1)

## [1] 0.1880672

#Classification and Regression Trees  
#CART Modeling:  
 #install.packagesll.packages("tree")  
library(tree)

## Warning: package 'tree' was built under R version 3.3.2

tree.training\_data=tree(as.factor(IsSpam)~PostTypeId + PostScore + post\_length +  
    owner\_reputation + owner\_profile\_summary +  
    owner\_upvotes+ editDurationAfterCreation +  
    q\_num\_tags + AnswerCount + CommentCount+ post\_views,training\_data)  
text(tree.training\_data,pretty=0)
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summary(tree.training\_data)

##   
## Classification tree:  
## tree(formula = as.factor(IsSpam) ~ PostTypeId + PostScore + post\_length +   
## owner\_reputation + owner\_profile\_summary + owner\_upvotes +   
## editDurationAfterCreation + q\_num\_tags + AnswerCount + CommentCount +   
## post\_views, data = training\_data)  
## Variables actually used in tree construction:  
## [1] "PostScore" "editDurationAfterCreation"  
## [3] "post\_views"   
## Number of terminal nodes: 5   
## Residual mean deviance: 1.133 = 78490 / 69290   
## Misclassification error rate: 0.2791 = 19339 / 69291

plot(tree.training\_data)  
text(tree.training\_data,pretty=0)
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lf<- seq(1,nrow(training\_data))  
tree.training\_data=tree(as.factor(IsSpam)~PostTypeId + PostScore + post\_length +  
    owner\_reputation + owner\_profile\_summary +  
    owner\_upvotes+ editDurationAfterCreation +  
    q\_num\_tags + AnswerCount + CommentCount+ post\_views,training\_data,subset=lf)  
tree.pred=predict(tree.training\_data,testing\_data,type="class")  
table(tree.pred,testing\_y)

## testing\_y  
## tree.pred 0 1  
## 0 7871 3551  
## 1 2817 8858

mean(tree.pred!=testing\_data$IsSpam)

## [1] 0.2757068

#Cross Validation and Pruning for the Classification Tree:  
cv.training\_data=cv.tree(tree.training\_data,FUN=prune.misclass)  
names(cv.training\_data)

## [1] "size" "dev" "k" "method"

#cv.training\_data  
par(mfrow=c(1,2))  
plot(cv.training\_data$size,cv.training\_data$dev,type="b")  
plot(cv.training\_data$k,cv.training\_data$dev,type="b")
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par(mfrow=c(1,1))  
prune.training\_data=prune.misclass(tree.training\_data,best=5)  
plot(prune.training\_data)  
text(prune.training\_data,pretty=0)
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tree.pred=predict(prune.training\_data,testing\_data,type="class")  
table(tree.pred,testing\_y)

## testing\_y  
## tree.pred 0 1  
## 0 7871 3551  
## 1 2817 8858

mean(tree.pred!=testing\_data$IsSpam)

## [1] 0.2757068

#ROC for CART:  
 tree.pred=predict(tree.training\_data,testing\_data,type="vector",prob=TRUE)  
#tree.pred  
tree.S=tree.pred[,2]  
roc.curve=function(s,print=FALSE){  
Ps=(tree.S>s)\*1  
FP=sum((Ps==1)\*(testing\_data$IsSpam==0))/sum(testing\_data$IsSpam==0)  
TP=sum((Ps==1)\*(testing\_data$IsSpam==1))/sum(testing\_data$IsSpam==1)  
if(print==TRUE){  
 print(table(Observed=testing\_data$IsSpam,Predicted=Ps))  
}  
vect=c(FP,TP)  
names(vect)=c("FPR","TPR")  
return(vect)  
}  
 threshold=0.55  
 roc.curve(threshold,print=TRUE)

## Predicted  
## Observed 0 1  
## 0 7871 2817  
## 1 3551 8858

## FPR TPR   
## 0.2635666 0.7138367

ROC.curve=Vectorize(roc.curve)  
 M.ROC=ROC.curve(seq(0,1,by=.01))  
 plot(M.ROC[1,],M.ROC[2,],col="blue",lwd=2,type="l",main="ROC for CART")  
 abline(0,1)
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#Random Forest Modeling:  
#install.packagesll.packages("randomForest")  
library(randomForest)

## Warning: package 'randomForest' was built under R version 3.3.2

## randomForest 4.6-12

## Type rfNews() to see new features/changes/bug fixes.

bag.training\_data=randomForest(as.factor(IsSpam)~PostTypeId + PostScore + post\_length +  
    owner\_reputation + owner\_profile\_summary +  
    owner\_upvotes+ editDurationAfterCreation +  
    q\_num\_tags + AnswerCount + CommentCount+ post\_views,data=training\_data,subset=lf,importance=TRUE)  
  
  
  
#bag.training\_data  
xyz = predict(bag.training\_data, newdata = testing\_data)  
table(testing\_y, xyz)

## xyz  
## testing\_y 0 1  
## 0 10562 126  
## 1 226 12183

mean(xyz!=testing\_y)

## [1] 0.01524007

#C5.0  
 #install.packagesll.packages("C50")  
 library(C50)

## Warning: package 'C50' was built under R version 3.3.2

c50\_model <- C5.0(training\_data[-16], as.factor(training\_data$IsSpam))  
c50\_model

##   
## Call:  
## C5.0.default(x = training\_data[-16], y = as.factor(training\_data$IsSpam))  
##   
## Classification Tree  
## Number of samples: 69291   
## Number of predictors: 15   
##   
## Tree size: 1146   
##   
## Non-standard options: attempt to group attributes

#summary(c50\_model)  
  
#testing C50  
c50\_pred <- predict(c50\_model, testing\_data)  
#install.packagesll.packages("gmodels")  
library(gmodels)

## Warning: package 'gmodels' was built under R version 3.3.2

CrossTable(testing\_data$IsSpam, c50\_pred,  
 prop.chisq = FALSE, prop.c = FALSE, prop.r = FALSE,  
 dnn = c('actual default', 'predicted default'))

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 23097   
##   
##   
## | predicted default   
## actual default | 0 | 1 | Row Total |   
## ---------------|-----------|-----------|-----------|  
## 0 | 10534 | 154 | 10688 |   
## | 0.456 | 0.007 | |   
## ---------------|-----------|-----------|-----------|  
## 1 | 266 | 12143 | 12409 |   
## | 0.012 | 0.526 | |   
## ---------------|-----------|-----------|-----------|  
## Column Total | 10800 | 12297 | 23097 |   
## ---------------|-----------|-----------|-----------|  
##   
##

#improving C50 with adaptive boosting  
c50\_boost10 <- C5.0(training\_data[-16], as.factor(training\_data$IsSpam),  
 trials = 10)  
c50\_boost10

##   
## Call:  
## C5.0.default(x = training\_data[-16], y =  
## as.factor(training\_data$IsSpam), trials = 10)  
##   
## Classification Tree  
## Number of samples: 69291   
## Number of predictors: 15   
##   
## Number of boosting iterations: 10   
## Average tree size: 711.7   
##   
## Non-standard options: attempt to group attributes

c50\_pred10 <- predict(c50\_boost10, testing\_data)  
CrossTable(testing\_data$IsSpam, c50\_pred10,  
 prop.chisq = FALSE, prop.c = FALSE, prop.r = FALSE,  
 dnn = c('actual default', 'predicted default'))

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 23097   
##   
##   
## | predicted default   
## actual default | 0 | 1 | Row Total |   
## ---------------|-----------|-----------|-----------|  
## 0 | 10381 | 307 | 10688 |   
## | 0.449 | 0.013 | |   
## ---------------|-----------|-----------|-----------|  
## 1 | 220 | 12189 | 12409 |   
## | 0.010 | 0.528 | |   
## ---------------|-----------|-----------|-----------|  
## Column Total | 10601 | 12496 | 23097 |   
## ---------------|-----------|-----------|-----------|  
##   
##

#Dimensional Reduction  
#install.packages("ISLR")  
library(ISLR)

## Warning: package 'ISLR' was built under R version 3.3.2

#fix(StackOverflowdata)  
#names(StackOverflowdata)  
dim(StackOverflowdata)

## [1] 92388 16

sum(is.na(StackOverflowdata$IsSpam))

## [1] 0

StackOverflowdata=na.omit(StackOverflowdata)  
dim(StackOverflowdata)

## [1] 92388 16

sum(is.na(StackOverflowdata))

## [1] 0

#  
#install.packages("pls")  
library(pls)

## Warning: package 'pls' was built under R version 3.3.2

##   
## Attaching package: 'pls'

## The following object is masked from 'package:stats':  
##   
## loadings

set.seed(2)  
pcr.fit=pcr(IsSpam~., data=StackOverflowdata,scale=TRUE,validation="CV")  
summary(pcr.fit)

## Data: X dimension: 92388 15   
## Y dimension: 92388 1  
## Fit method: svdpc  
## Number of components considered: 15  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 0.4991 0.499 0.4709 0.4517 0.4514 0.4509 0.451  
## adjCV 0.4991 0.499 0.4709 0.4517 0.4514 0.4509 0.451  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 0.4440 0.4405 0.44 0.4397 0.4397 0.4397 0.4396  
## adjCV 0.4439 0.4405 0.44 0.4397 0.4397 0.4397 0.4396  
## 14 comps 15 comps  
## CV 0.4393 0.4393  
## adjCV 0.4393 0.4393  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps  
## X 26.30757 45.12 57.47 65.57 71.92 77.24 82.00  
## IsSpam 0.01617 10.95 18.07 18.18 18.36 18.36 20.88  
## 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps  
## X 86.41 90.47 93.65 96.34 98.55 100.00 100.00  
## IsSpam 22.10 22.28 22.39 22.40 22.40 22.43 22.52  
## 15 comps  
## X 100.00  
## IsSpam 22.55

validationplot(pcr.fit,val.type="MSEP")
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set.seed(1)  
pcr.fit=pcr(IsSpam~., data=training\_data,scale=TRUE, validation="CV")  
validationplot(pcr.fit,val.type="MSEP")
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pcr.pred=predict(pcr.fit,testing\_data,ncomp=7)  
mean((pcr.pred-testing\_y)^2)

## [1] 0.1955035

pcr.fit=pcr(IsSpam~.,data=testing\_data, scale=TRUE,ncomp=7)  
mean((pcr.pred-testing\_y)^2)

## [1] 0.1955035

summary(pcr.fit)

## Data: X dimension: 23097 15   
## Y dimension: 23097 1  
## Fit method: svdpc  
## Number of components considered: 7  
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps  
## X 26.333119 45.31 57.77 65.82 72.18 77.50 82.28  
## IsSpam 0.002557 10.98 18.38 18.52 18.75 18.82 20.83

#  
# Partial Least Squares  
set.seed(1)  
pls.fit=plsr(IsSpam~., data=StackOverflowdata,scale=TRUE, validation="CV")  
summary(pls.fit)

## Data: X dimension: 92388 15   
## Y dimension: 92388 1  
## Fit method: kernelpls  
## Number of components considered: 15  
##   
## VALIDATION: RMSEP  
## Cross-validated using 10 random segments.  
## (Intercept) 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps  
## CV 0.4991 0.4477 0.4416 0.4398 0.4397 0.4396 0.4396  
## adjCV 0.4991 0.4477 0.4416 0.4398 0.4397 0.4396 0.4396  
## 7 comps 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps  
## CV 0.4396 0.4396 0.4396 0.4396 0.4396 0.4394 0.4394  
## adjCV 0.4396 0.4396 0.4396 0.4396 0.4396 0.4394 0.4394  
## 14 comps 15 comps  
## CV 0.4394 0.4393  
## adjCV 0.4394 0.4393  
##   
## TRAINING: % variance explained  
## 1 comps 2 comps 3 comps 4 comps 5 comps 6 comps 7 comps  
## X 17.17 28.91 39.21 61.93 67.83 72.43 76.97  
## IsSpam 19.54 21.74 22.35 22.42 22.43 22.43 22.43  
## 8 comps 9 comps 10 comps 11 comps 12 comps 13 comps 14 comps  
## X 81.40 85.47 88.30 91.30 92.30 95.88 100.00  
## IsSpam 22.43 22.43 22.44 22.45 22.52 22.52 22.52  
## 15 comps  
## X 100.00  
## IsSpam 22.55

validationplot(pls.fit,val.type="MSEP")

![](data:image/png;base64,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)

pls.pred=predict(pls.fit,testing\_data,ncomp=2)  
mean((pls.pred-testing\_y)^2)

## [1] 0.1935006

pls.fit=plsr(IsSpam~., data=StackOverflowdata,scale=TRUE,ncomp=2)  
summary(pls.fit)

## Data: X dimension: 92388 15   
## Y dimension: 92388 1  
## Fit method: kernelpls  
## Number of components considered: 2  
## TRAINING: % variance explained  
## 1 comps 2 comps  
## X 17.17 28.91  
## IsSpam 19.54 21.74

# Subset Selection Methods  
# Best Subset Selection  
#install.packages("ISLR")  
library(ISLR)  
#sum(is.na(StackOverflow$IsSpam))  
lapply(StackOverflowdata["IsSpam"], unique)

## $IsSpam  
## [1] 1 0

#Confirms NO NA data  
#  
#install.packages("leaps")  
library(leaps)

## Warning: package 'leaps' was built under R version 3.3.2

regfit.full=regsubsets(IsSpam~.,StackOverflowdata)  
summary(regfit.full)

## Subset selection object  
## Call: regsubsets.formula(IsSpam ~ ., StackOverflowdata)  
## 15 Variables (and intercept)  
## Forced in Forced out  
## PostTypeId FALSE FALSE  
## PostScore FALSE FALSE  
## post\_length FALSE FALSE  
## owner\_reputation FALSE FALSE  
## owner\_profile\_summary FALSE FALSE  
## owner\_views FALSE FALSE  
## owner\_upvotes FALSE FALSE  
## owner\_downvotes FALSE FALSE  
## editDurationAfterCreation FALSE FALSE  
## q\_num\_tags FALSE FALSE  
## AnswerCount FALSE FALSE  
## CommentCount FALSE FALSE  
## has\_code FALSE FALSE  
## post\_views FALSE FALSE  
## UserId FALSE FALSE  
## 1 subsets of each size up to 8  
## Selection Algorithm: exhaustive  
## PostTypeId PostScore post\_length owner\_reputation  
## 1 ( 1 ) " " " " " " " "   
## 2 ( 1 ) " " " " " " " "   
## 3 ( 1 ) " " " " " " " "   
## 4 ( 1 ) " " " " " " " "   
## 5 ( 1 ) " " " " " " " "   
## 6 ( 1 ) " " " " " " " "   
## 7 ( 1 ) " " " " " " " "   
## 8 ( 1 ) " " " " "\*" " "   
## owner\_profile\_summary owner\_views owner\_upvotes owner\_downvotes  
## 1 ( 1 ) " " " " " " " "   
## 2 ( 1 ) " " " " " " " "   
## 3 ( 1 ) " " " " " " " "   
## 4 ( 1 ) " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " "   
## 6 ( 1 ) "\*" " " " " " "   
## 7 ( 1 ) "\*" " " "\*" " "   
## 8 ( 1 ) "\*" " " "\*" " "   
## editDurationAfterCreation q\_num\_tags AnswerCount CommentCount  
## 1 ( 1 ) "\*" " " " " " "   
## 2 ( 1 ) "\*" " " " " " "   
## 3 ( 1 ) "\*" " " " " "\*"   
## 4 ( 1 ) "\*" " " "\*" "\*"   
## 5 ( 1 ) "\*" " " "\*" "\*"   
## 6 ( 1 ) "\*" " " "\*" "\*"   
## 7 ( 1 ) "\*" " " "\*" "\*"   
## 8 ( 1 ) "\*" " " "\*" "\*"   
## has\_code post\_views UserId  
## 1 ( 1 ) " " " " " "   
## 2 ( 1 ) " " " " "\*"   
## 3 ( 1 ) " " " " "\*"   
## 4 ( 1 ) " " " " "\*"   
## 5 ( 1 ) " " " " "\*"   
## 6 ( 1 ) " " "\*" "\*"   
## 7 ( 1 ) " " "\*" "\*"   
## 8 ( 1 ) " " "\*" "\*"

#  
regfit.full=regsubsets(IsSpam~.,data=StackOverflowdata,nvmax=19)  
reg.summary=summary(regfit.full)  
names(reg.summary)

## [1] "which" "rsq" "rss" "adjr2" "cp" "bic" "outmat" "obj"

#  
reg.summary$rsq

## [1] 0.1644792 0.1909453 0.2003658 0.2119149 0.2165611 0.2190217 0.2206896  
## [8] 0.2225965 0.2234860 0.2241067 0.2246671 0.2249888 0.2252077 0.2253372  
## [15] 0.2254766

#  
par(mfrow=c(2,2))  
plot(reg.summary$rss,xlab="Number of Variables",ylab="RSS",type="l")  
plot(reg.summary$adjr2,xlab="Number of Variables",ylab="Adjusted   
RSq",type="l")  
which.max(reg.summary$adjr2)

## [1] 15

points(11,reg.summary$adjr2[11], col="red",cex=2,pch=20)  
plot(reg.summary$cp,xlab="Number of Variables",ylab="Cp",type='l')  
which.min(reg.summary$cp)

## [1] 15

points(10,reg.summary$cp[10],col="red",cex=2,pch=20)  
which.min(reg.summary$bic)

## [1] 15

plot(reg.summary$bic,xlab="Number of Variables",ylab="BIC",type='l')  
points(6,reg.summary$bic[6],col="red",cex=2,pch=20)

![](data:image/png;base64,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)

#plot(regfit.full,scale="r2")  
#plot(regfit.full,scale="adjr2")  
#plot(regfit.full,scale="Cp")  
#plot(regfit.full,scale="bic")  
coef(regfit.full,6)

## (Intercept) owner\_profile\_summary   
## 5.889294e-01 2.868317e-02   
## editDurationAfterCreation AnswerCount   
## -9.138459e-08 7.260512e-05   
## CommentCount post\_views   
## -9.128528e-03 -6.525074e-08   
## UserId   
## 9.362390e-08

# Forward and Backward Stepwise Selection  
  
regfit.fwd=regsubsets(IsSpam~.,data=StackOverflowdata,nvmax=19,method="forward")  
summary(regfit.fwd)

## Subset selection object  
## Call: regsubsets.formula(IsSpam ~ ., data = StackOverflowdata, nvmax = 19,   
## method = "forward")  
## 15 Variables (and intercept)  
## Forced in Forced out  
## PostTypeId FALSE FALSE  
## PostScore FALSE FALSE  
## post\_length FALSE FALSE  
## owner\_reputation FALSE FALSE  
## owner\_profile\_summary FALSE FALSE  
## owner\_views FALSE FALSE  
## owner\_upvotes FALSE FALSE  
## owner\_downvotes FALSE FALSE  
## editDurationAfterCreation FALSE FALSE  
## q\_num\_tags FALSE FALSE  
## AnswerCount FALSE FALSE  
## CommentCount FALSE FALSE  
## has\_code FALSE FALSE  
## post\_views FALSE FALSE  
## UserId FALSE FALSE  
## 1 subsets of each size up to 15  
## Selection Algorithm: forward  
## PostTypeId PostScore post\_length owner\_reputation  
## 1 ( 1 ) " " " " " " " "   
## 2 ( 1 ) " " " " " " " "   
## 3 ( 1 ) " " " " " " " "   
## 4 ( 1 ) " " " " " " " "   
## 5 ( 1 ) " " " " " " " "   
## 6 ( 1 ) " " " " " " " "   
## 7 ( 1 ) " " " " " " " "   
## 8 ( 1 ) " " " " "\*" " "   
## 9 ( 1 ) "\*" " " "\*" " "   
## 10 ( 1 ) "\*" " " "\*" " "   
## 11 ( 1 ) "\*" " " "\*" "\*"   
## 12 ( 1 ) "\*" "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*"   
## owner\_profile\_summary owner\_views owner\_upvotes owner\_downvotes  
## 1 ( 1 ) " " " " " " " "   
## 2 ( 1 ) " " " " " " " "   
## 3 ( 1 ) " " " " " " " "   
## 4 ( 1 ) " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " "   
## 6 ( 1 ) "\*" " " " " " "   
## 7 ( 1 ) "\*" " " "\*" " "   
## 8 ( 1 ) "\*" " " "\*" " "   
## 9 ( 1 ) "\*" " " "\*" " "   
## 10 ( 1 ) "\*" " " "\*" " "   
## 11 ( 1 ) "\*" " " "\*" " "   
## 12 ( 1 ) "\*" " " "\*" " "   
## 13 ( 1 ) "\*" " " "\*" " "   
## 14 ( 1 ) "\*" "\*" "\*" " "   
## 15 ( 1 ) "\*" "\*" "\*" "\*"   
## editDurationAfterCreation q\_num\_tags AnswerCount CommentCount  
## 1 ( 1 ) "\*" " " " " " "   
## 2 ( 1 ) "\*" " " " " " "   
## 3 ( 1 ) "\*" " " " " "\*"   
## 4 ( 1 ) "\*" " " "\*" "\*"   
## 5 ( 1 ) "\*" " " "\*" "\*"   
## 6 ( 1 ) "\*" " " "\*" "\*"   
## 7 ( 1 ) "\*" " " "\*" "\*"   
## 8 ( 1 ) "\*" " " "\*" "\*"   
## 9 ( 1 ) "\*" " " "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*"   
## has\_code post\_views UserId  
## 1 ( 1 ) " " " " " "   
## 2 ( 1 ) " " " " "\*"   
## 3 ( 1 ) " " " " "\*"   
## 4 ( 1 ) " " " " "\*"   
## 5 ( 1 ) " " " " "\*"   
## 6 ( 1 ) " " "\*" "\*"   
## 7 ( 1 ) " " "\*" "\*"   
## 8 ( 1 ) " " "\*" "\*"   
## 9 ( 1 ) " " "\*" "\*"   
## 10 ( 1 ) "\*" "\*" "\*"   
## 11 ( 1 ) "\*" "\*" "\*"   
## 12 ( 1 ) "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*"

regfit.bwd=regsubsets(IsSpam~.,data=StackOverflowdata,nvmax=19,method="backward"  
)  
summary(regfit.bwd)

## Subset selection object  
## Call: regsubsets.formula(IsSpam ~ ., data = StackOverflowdata, nvmax = 19,   
## method = "backward")  
## 15 Variables (and intercept)  
## Forced in Forced out  
## PostTypeId FALSE FALSE  
## PostScore FALSE FALSE  
## post\_length FALSE FALSE  
## owner\_reputation FALSE FALSE  
## owner\_profile\_summary FALSE FALSE  
## owner\_views FALSE FALSE  
## owner\_upvotes FALSE FALSE  
## owner\_downvotes FALSE FALSE  
## editDurationAfterCreation FALSE FALSE  
## q\_num\_tags FALSE FALSE  
## AnswerCount FALSE FALSE  
## CommentCount FALSE FALSE  
## has\_code FALSE FALSE  
## post\_views FALSE FALSE  
## UserId FALSE FALSE  
## 1 subsets of each size up to 15  
## Selection Algorithm: backward  
## PostTypeId PostScore post\_length owner\_reputation  
## 1 ( 1 ) " " " " " " " "   
## 2 ( 1 ) " " " " " " " "   
## 3 ( 1 ) " " " " " " " "   
## 4 ( 1 ) " " " " " " " "   
## 5 ( 1 ) " " " " " " " "   
## 6 ( 1 ) " " " " " " " "   
## 7 ( 1 ) " " " " " " " "   
## 8 ( 1 ) " " " " "\*" " "   
## 9 ( 1 ) "\*" " " "\*" " "   
## 10 ( 1 ) "\*" " " "\*" " "   
## 11 ( 1 ) "\*" " " "\*" " "   
## 12 ( 1 ) "\*" "\*" "\*" " "   
## 13 ( 1 ) "\*" "\*" "\*" " "   
## 14 ( 1 ) "\*" "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*"   
## owner\_profile\_summary owner\_views owner\_upvotes owner\_downvotes  
## 1 ( 1 ) " " " " " " " "   
## 2 ( 1 ) " " " " " " " "   
## 3 ( 1 ) " " " " " " " "   
## 4 ( 1 ) " " " " " " " "   
## 5 ( 1 ) "\*" " " " " " "   
## 6 ( 1 ) "\*" " " " " " "   
## 7 ( 1 ) "\*" " " "\*" " "   
## 8 ( 1 ) "\*" " " "\*" " "   
## 9 ( 1 ) "\*" " " "\*" " "   
## 10 ( 1 ) "\*" " " "\*" " "   
## 11 ( 1 ) "\*" "\*" "\*" " "   
## 12 ( 1 ) "\*" "\*" "\*" " "   
## 13 ( 1 ) "\*" "\*" "\*" " "   
## 14 ( 1 ) "\*" "\*" "\*" " "   
## 15 ( 1 ) "\*" "\*" "\*" "\*"   
## editDurationAfterCreation q\_num\_tags AnswerCount CommentCount  
## 1 ( 1 ) "\*" " " " " " "   
## 2 ( 1 ) "\*" " " " " " "   
## 3 ( 1 ) "\*" " " " " "\*"   
## 4 ( 1 ) "\*" " " "\*" "\*"   
## 5 ( 1 ) "\*" " " "\*" "\*"   
## 6 ( 1 ) "\*" " " "\*" "\*"   
## 7 ( 1 ) "\*" " " "\*" "\*"   
## 8 ( 1 ) "\*" " " "\*" "\*"   
## 9 ( 1 ) "\*" " " "\*" "\*"   
## 10 ( 1 ) "\*" " " "\*" "\*"   
## 11 ( 1 ) "\*" " " "\*" "\*"   
## 12 ( 1 ) "\*" " " "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*" "\*"   
## has\_code post\_views UserId  
## 1 ( 1 ) " " " " " "   
## 2 ( 1 ) " " " " "\*"   
## 3 ( 1 ) " " " " "\*"   
## 4 ( 1 ) " " " " "\*"   
## 5 ( 1 ) " " " " "\*"   
## 6 ( 1 ) " " "\*" "\*"   
## 7 ( 1 ) " " "\*" "\*"   
## 8 ( 1 ) " " "\*" "\*"   
## 9 ( 1 ) " " "\*" "\*"   
## 10 ( 1 ) "\*" "\*" "\*"   
## 11 ( 1 ) "\*" "\*" "\*"   
## 12 ( 1 ) "\*" "\*" "\*"   
## 13 ( 1 ) "\*" "\*" "\*"   
## 14 ( 1 ) "\*" "\*" "\*"   
## 15 ( 1 ) "\*" "\*" "\*"

coef(regfit.full,7)

## (Intercept) owner\_profile\_summary   
## 5.871938e-01 2.507065e-02   
## owner\_upvotes editDurationAfterCreation   
## 9.479629e-06 -9.138924e-08   
## AnswerCount CommentCount   
## 6.881578e-05 -9.428608e-03   
## post\_views UserId   
## -6.339023e-08 9.578108e-08

coef(regfit.fwd,7)

## (Intercept) owner\_profile\_summary   
## 5.871938e-01 2.507065e-02   
## owner\_upvotes editDurationAfterCreation   
## 9.479629e-06 -9.138924e-08   
## AnswerCount CommentCount   
## 6.881578e-05 -9.428608e-03   
## post\_views UserId   
## -6.339023e-08 9.578108e-08

coef(regfit.bwd,7)

## (Intercept) owner\_profile\_summary   
## 5.871938e-01 2.507065e-02   
## owner\_upvotes editDurationAfterCreation   
## 9.479629e-06 -9.138924e-08   
## AnswerCount CommentCount   
## 6.881578e-05 -9.428608e-03   
## post\_views UserId   
## -6.339023e-08 9.578108e-08

# Choosing Among Models  
  
set.seed(1)  
train=sample(c(TRUE,FALSE), nrow(StackOverflowdata),rep=TRUE)  
test=(!train)  
regfit.best=regsubsets(IsSpam~.,data=StackOverflowdata[train,],nvmax=19)  
test.mat=model.matrix(IsSpam~.,data=StackOverflowdata[test,])  
val.errors=rep(NA,19)  
for(i in 1:11){  
 coefi=coef(regfit.best,id=i)  
 pred=test.mat[,names(coefi)]%\*%coefi  
 val.errors[i]=mean((StackOverflowdata$IsSpam[test]-pred)^2)  
}  
val.errors

## [1] 0.2080485 0.2016296 0.1990773 0.1962963 0.1952114 0.1946127 0.1942180  
## [8] 0.1938474 0.1935931 0.1934303 0.1933006 NA NA NA  
## [15] NA NA NA NA NA

which.min(val.errors)

## [1] 11

coef(regfit.best,10)

## (Intercept) PostTypeId   
## 2.838404e+00 -2.247997e+00   
## post\_length owner\_profile\_summary   
## -1.048496e-05 2.520294e-02   
## owner\_upvotes editDurationAfterCreation   
## 1.211938e-05 -9.134598e-08   
## AnswerCount CommentCount   
## 2.333916e-03 -8.609658e-03   
## has\_code post\_views   
## -2.890255e-02 -9.042860e-08   
## UserId   
## 1.011327e-07

predict.regsubsets=function(object,newdata,id,...){  
 form=as.formula(object$call[[2]])  
 mat=model.matrix(form,newdata)  
 coefi=coef(object,id=id)  
 xvars=names(coefi)  
 mat[,xvars]%\*%coefi  
 }  
regfit.best=regsubsets(IsSpam~.,data=StackOverflowdata,nvmax=19)  
coef(regfit.best,10)

## (Intercept) PostTypeId   
## 3.054017e+00 -2.458100e+00   
## post\_length owner\_profile\_summary   
## -9.375770e-06 2.436814e-02   
## owner\_upvotes editDurationAfterCreation   
## 1.161266e-05 -9.216858e-08   
## AnswerCount CommentCount   
## 2.545020e-03 -8.946950e-03   
## has\_code post\_views   
## -2.969629e-02 -9.136166e-08   
## UserId   
## 9.970572e-08

k=10  
set.seed(1)  
folds=sample(1:k,nrow(StackOverflowdata),replace=TRUE)  
cv.errors=matrix(NA,k,11, dimnames=list(NULL, paste(1:11)))  
for(j in 1:k){  
 best.fit=regsubsets(IsSpam~.,data=StackOverflowdata[folds!=j,],nvmax=11)  
 for(i in 1:11){  
 pred=predict(best.fit,StackOverflowdata[folds==j,],id=i)  
 cv.errors[j,i]=mean( (StackOverflowdata$IsSpam[folds==j]-pred)^2)  
 }  
 }  
mean.cv.errors=apply(cv.errors,2,mean)  
mean.cv.errors

## 1 2 3 4 5 6 7   
## 0.2080934 0.2015016 0.1991608 0.1962864 0.1951342 0.1945307 0.1941220   
## 8 9 10 11   
## 0.1936495 0.1934335 0.1933440 0.1931856

par(mfrow=c(1,1))  
plot(mean.cv.errors,type='b')
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reg.best=regsubsets(IsSpam~.,data=StackOverflowdata, nvmax=11)  
coef(reg.best,11)

## (Intercept) PostTypeId   
## 2.935493e+00 -2.341285e+00   
## post\_length owner\_reputation   
## -9.038649e-06 -1.935190e-07   
## owner\_profile\_summary owner\_upvotes   
## 2.466968e-02 1.664120e-05   
## editDurationAfterCreation AnswerCount   
## -9.152383e-08 2.429953e-03   
## CommentCount has\_code   
## -8.782691e-03 -2.977414e-02   
## post\_views UserId   
## -9.007912e-08 9.927786e-08

# Ridge Regression and LASSO  
#install.packages("ISLR")  
library(ISLR)  
fix(Hitters)  
names(Hitters)

## [1] "AtBat" "Hits" "HmRun" "Runs" "RBI"   
## [6] "Walks" "Years" "CAtBat" "CHits" "CHmRun"   
## [11] "CRuns" "CRBI" "CWalks" "League" "Division"   
## [16] "PutOuts" "Assists" "Errors" "Salary" "NewLeague"

dim(Hitters)

## [1] 322 20

sum(is.na(Hitters$Salary))

## [1] 59

Hitters=na.omit(Hitters)  
dim(Hitters)

## [1] 263 20

sum(is.na(Hitters))

## [1] 0

#  
#  
#install.packages("glmnet")  
library(glmnet)

## Loading required package: Matrix

## Loading required package: foreach

## Loaded glmnet 2.0-5

#the package invokes inputs and outputs separately unlike lm and glm  
x=model.matrix(Salary~.,Hitters)[,-1]  
y=Hitters$Salary  
  
# set vector of lambda values to study range from 10^10 to 0.01, total length=100  
grid=10^seq(10,-2,length=100)  
ridge.mod=glmnet(x,y,alpha=0,lambda=grid)  
dim(coef(ridge.mod))

## [1] 20 100

#  
# let us look at a few results here  
  
#first lambda=50  
#  
ridge.mod$lambda[50]

## [1] 11497.57

coef(ridge.mod)[,50]

## (Intercept) AtBat Hits HmRun Runs   
## 407.356050200 0.036957182 0.138180344 0.524629976 0.230701523   
## RBI Walks Years CAtBat CHits   
## 0.239841459 0.289618741 1.107702929 0.003131815 0.011653637   
## CHmRun CRuns CRBI CWalks LeagueN   
## 0.087545670 0.023379882 0.024138320 0.025015421 0.085028114   
## DivisionW PutOuts Assists Errors NewLeagueN   
## -6.215440973 0.016482577 0.002612988 -0.020502690 0.301433531

sqrt(sum(coef(ridge.mod)[-1,50]^2))

## [1] 6.360612

#next, lambda=60  
#  
ridge.mod$lambda[60]

## [1] 705.4802

coef(ridge.mod)[,60]

## (Intercept) AtBat Hits HmRun Runs   
## 54.32519950 0.11211115 0.65622409 1.17980910 0.93769713   
## RBI Walks Years CAtBat CHits   
## 0.84718546 1.31987948 2.59640425 0.01083413 0.04674557   
## CHmRun CRuns CRBI CWalks LeagueN   
## 0.33777318 0.09355528 0.09780402 0.07189612 13.68370191   
## DivisionW PutOuts Assists Errors NewLeagueN   
## -54.65877750 0.11852289 0.01606037 -0.70358655 8.61181213

sqrt(sum(coef(ridge.mod)[-1,60]^2))

## [1] 57.11001

#prediction of the coefficients for lambda=50 (play with this)  
predict(ridge.mod,s=500,type="coefficients")[1:20,]

## (Intercept) AtBat Hits HmRun Runs   
## 31.99399814 0.10192006 0.74275680 0.96443185 1.00120750   
## RBI Walks Years CAtBat CHits   
## 0.87010642 1.45801666 2.17233898 0.01118270 0.05128768   
## CHmRun CRuns CRBI CWalks LeagueN   
## 0.36723403 0.10258701 0.10794255 0.06645486 17.40736327   
## DivisionW PutOuts Assists Errors NewLeagueN   
## -65.72957647 0.14006794 0.02088359 -0.97696746 9.33672191

#prepare for training and validation set testing  
  
set.seed(1)  
train=sample(1:nrow(x), nrow(x)/2)  
test=(-train)  
y.test=y[test]  
  
ridge.mod=glmnet(x[train,],y[train],alpha=0,lambda=grid, thresh=1e-12)  
ridge.pred=predict(ridge.mod,s=4,newx=x[test,])  
#  
  
#evaluate and compare test MSE and the spread of y.test  
mean((ridge.pred-y.test)^2)

## [1] 101036.8

mean((mean(y[train])-y.test)^2)

## [1] 193253.1

#  
#test wth two other lambdas  
ridge.pred=predict(ridge.mod,s=1e10,newx=x[test,])  
mean((ridge.pred-y.test)^2)

## [1] 193253.1

ridge.pred=predict(ridge.mod,s=0,newx=x[test,],exact=T)  
mean((ridge.pred-y.test)^2)

## [1] 114783.1

#  
#compare with lm  
# The following two are the same  
#  
lm(y~x, subset=train)

##   
## Call:  
## lm(formula = y ~ x, subset = train)  
##   
## Coefficients:  
## (Intercept) xAtBat xHits xHmRun xRuns   
## 299.42849 -2.54027 8.36682 11.64512 -9.09923   
## xRBI xWalks xYears xCAtBat xCHits   
## 2.44105 9.23440 -22.93673 -0.18154 -0.11598   
## xCHmRun xCRuns xCRBI xCWalks xLeagueN   
## -1.33888 3.32838 0.07536 -1.07841 59.76065   
## xDivisionW xPutOuts xAssists xErrors xNewLeagueN   
## -98.86233 0.34087 0.34165 -0.64207 -0.67442

predict(ridge.mod,s=0,exact=T,type="coefficients")[1:20,]

## (Intercept) AtBat Hits HmRun Runs   
## 299.42883596 -2.54014665 8.36611719 11.64400720 -9.09877719   
## RBI Walks Years CAtBat CHits   
## 2.44152119 9.23403909 -22.93584442 -0.18160843 -0.11561496   
## CHmRun CRuns CRBI CWalks LeagueN   
## -1.33836534 3.32817777 0.07511771 -1.07828647 59.76529059   
## DivisionW PutOuts Assists Errors NewLeagueN   
## -98.85996590 0.34086400 0.34165605 -0.64205839 -0.67606314

#  
#Cross validation to get the best lambda  
set.seed(1)  
cv.out=cv.glmnet(x[train,],y[train],alpha=0)  
plot(cv.out)
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bestlam=cv.out$lambda.min  
bestlam

## [1] 211.7416

#now predict with the best lambda  
#  
ridge.pred=predict(ridge.mod,s=bestlam,newx=x[test,])  
mean((ridge.pred-y.test)^2)

## [1] 96015.51

out=glmnet(x,y,alpha=0)  
predict(out,type="coefficients",s=bestlam)[1:20,]

## (Intercept) AtBat Hits HmRun Runs   
## 9.88487157 0.03143991 1.00882875 0.13927624 1.11320781   
## RBI Walks Years CAtBat CHits   
## 0.87318990 1.80410229 0.13074381 0.01113978 0.06489843   
## CHmRun CRuns CRBI CWalks LeagueN   
## 0.45158546 0.12900049 0.13737712 0.02908572 27.18227535   
## DivisionW PutOuts Assists Errors NewLeagueN   
## -91.63411299 0.19149252 0.04254536 -1.81244470 7.21208390

# Lasso  
  
#only difference in model building is to use aloha=1  
lasso.mod=glmnet(x[train,],y[train],alpha=1,lambda=grid)  
plot(lasso.mod)
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# use CV to get best lambda  
set.seed(1)  
cv.out=cv.glmnet(x[train,],y[train],alpha=1)  
plot(cv.out)
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bestlam=cv.out$lambda.min  
  
  
#use best lambda for prediction  
lasso.pred=predict(lasso.mod,s=bestlam,newx=x[test,])  
mean((lasso.pred-y.test)^2)

## [1] 100743.4

out=glmnet(x,y,alpha=1,lambda=grid)  
lasso.coef=predict(out,type="coefficients",s=bestlam)[1:20,]  
lasso.coef

## (Intercept) AtBat Hits HmRun Runs   
## 18.5394844 0.0000000 1.8735390 0.0000000 0.0000000   
## RBI Walks Years CAtBat CHits   
## 0.0000000 2.2178444 0.0000000 0.0000000 0.0000000   
## CHmRun CRuns CRBI CWalks LeagueN   
## 0.0000000 0.2071252 0.4130132 0.0000000 3.2666677   
## DivisionW PutOuts Assists Errors NewLeagueN   
## -103.4845458 0.2204284 0.0000000 0.0000000 0.0000000

lasso.coef[lasso.coef!=0]

## (Intercept) Hits Walks CRuns CRBI   
## 18.5394844 1.8735390 2.2178444 0.2071252 0.4130132   
## LeagueN DivisionW PutOuts   
## 3.2666677 -103.4845458 0.2204284